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Abstract
In component-based software development (CBSD) approach, the searching and retrieving of accurate reusable software components that are stored in large, distributed and heterogeneous-structured repositories is a tedious and time consuming process. This paper presents the design and implementation of ontology-based multi-agent software component retrieval system using semantic and structural formalism. A multi-agent system (MAS) is used for searching interconnected repositories and retrieving the desired software component. It consists of integrated tasks that are developing an internal keyword/concept reference table (Terms Vector), understanding the meaning user's query using keyword matching, structuring the component specification in repository, developing a semantic search engine, categorizing the selected components, and presenting the relevant retrieving component in user-friendly way. The user's query is stored in a new form of a natural language query without having to know about the vocabulary or the structure of the ontology, and the system produces better relevant results than the traditional keyword-based retrieval systems. An Ontology Web Language (OWL) is used to represent ontologies of component knowledge base and knowledge modeling is built using Protégé and OWL-based representation. The implementation of the ontologies models is separated from the implementation of the semantic retrieval system of reusable components. Therefore, it is easy to maintain.
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1. Introduction
The growth of component-based software Development (CBSD) increases the use of reusable of software artifacts and components, which exist in heterogeneous and distributed software repositories. The development requires the design of significant mechanisms to search and retrieve the relevant reusable components. There are at least three main methods to search and retrieve the relevant Web information the users may need [1],[2],[3]:

- **Keyword-based matching** searching method, which depends on sending a user's query to a search engine and search for keywords to answer the queries. It depends only on matching the keywords of query to the keywords of Web pages. It is the early traditional method, and the search engine may give partially ambiguous result data. Generally, the keyword-based search engine consists of four basic units crawler, indexer, ranker and query procedure [4].

- The **Web-site browsing** method, which helps a user to follow the hyper-links and navigate through a content of website that seem of interest to them.

- **Categorical information** searching method, which follows existing categories in search engines to assist the user in finding relevant Web pages.

The traditional keyword-based search engines like Google, Yahoo, AltaVista and others still dominated the Web search engines to answer users' queries, while research on semantic web search engines is in the initial stages [4]. The problem of searching for useful reusable software component on the Web is a time consuming and tedious process because the user may not state what he wants precisely and the search engines have not the ability adjust their search mechanisms according to different user's intention. Moreover, the problem will be worsen due to the continuously growing size of software components repositories and they have different structure, different content and are distributed on the Web. Also, the information sources of most of the reusable components are irrelevant to a particular user's interests. These reasons make the understanding of user's query difficult process and sometimes producing different search results due to the differences in data indexing and search process of
different search engines [5]. Therefore, the repositories need to have some sort of semantic structure.

The following parts of this paper are as follows. Section 2 introduces Problems of Keyword-based search engines. Section 2 surveys the main problems of using keyword-based search engines in information retrieval. Section 3 introduces the ontology-based multi-agent software for component retrieval, which includes the details of the multi-agent software engineering phases and embedding ontology-based model. Section 4 delineates the architecture of the architecture of ontology-based retrieval framework for reusable software components, which describes the semantic search application layers. An application experiment is explained in details in section 5. Finally, the conclusions are explained in section 6.

2. Problems of Using Keyword-Based Search Engines

Using general keywords-based search engines to search for software components cause the following serious problems [6] [7] [8]:

- The representation of data in the software components repositories, i.e. software components specifications, lack a proper semantic.
- The keyword-based search engines are incapable to understand the user's query intent due to lack of a generic standard format.
- Searching results are highly sensitive to the input keywords. For example the word 'object' has many definitions including: thing, entity, item, purpose, objective, aim, idea, goal, intent, reason, complain, target … etc. A good refinement words need to be domain specific.
- Keyword-based search engines have high recall, low precision. The keyword-based search engines producing different search results irrelevant to the intended user’s query. They are ambiguous or partial ambiguous because of poor interconnection among repository data and the variation in indexing and search process,
- The software component repositories are distributed on web. They have different structures, content and representations of component information.
- The search engines are not compatible to work on variety of component repositories because there is no standard format among global repositories.
- The component-based software engineers, who need reusable components in component-base developing, have different background knowledge.

3. Ontology-Based Multi-Agent Software For Component Retrieval

How can a search engine map user's query to software components in the repositories in an intelligent and meaningful way?

Advanced knowledge management systems map the metadata knowledge to the relevant ontologies, and organize them conceptually according to their meaning. The semantic Web system works on discover the meaning of the keywords and the user's query instead of work on keywords. Therefore, the ontology-based search engine will internally reformulate the query in terms of similarities and close properties. Semantic Web infrastructure uses the ontologies to represent the concepts and to accurately describe them into well-defined vocabulary, which are understood by people and computers [7], [9]. Semantic uses Resource Description Framework (RDF) and Web Ontology Language (OWL), as a W3C standardization. To describe ontologies into representation models [10], [11].

The system finds the most common ontology concept with the highest rank that is fall into pre-defined category. It helps in filtering search results. It involves the clustering of the low-level component features, retrieving, and presenting the component in user-friendly way. The definition and the structure of components information will be well-specified and structured to enable the interoperability, understandability, accessibility, and the integration between distributed components repositories and machine systems.

- Content-based features of component properties and constraints on properties to web resources. Properties are related to component services, standardized component model (that consists fully documentation, implementation and deployment usage), component composition, interface specification, Naming convention, Meta-data access, Customization, some component platform, Evolution support, Component communications, Component trustworthiness (i.e. trusted source code), Component quality certification, size, development history, component data and control dependencies.
- Use Ontologies and semantic annotations to specify the software components [3]. They are accompanied by a rich set of unstructured and a nonstandard metadata that describe various details related to each software component, which are later structured to form a knowledge representation that is understandable and is processable by a computer. There is a separate ontology for each category correspond to the collection software components, and these can be used for searching purposes. The data that is required to search for software components depending on platforms, is
significantly different from the data required for service searching. The *Annotation* ontology is used to conceptualize and capture all common data in a structured way, where the specific data does not overlap across component categories.

- Use Ontologies to specify meaning of user's query using explicit semantic information, which can be used by intelligent agents to solve complex query-answer problems.

We adopt a multi-agent software (MAS) and ontology-based approaches, where these issues are considered in developing intelligent software agents, since they can connect between the ontology knowledge and content-based features of software components. Intelligent software agents are widely used in significant model-based solutions that provide an interoperable interface and can run autonomous without human intervention [12]. Due to its appropriateness for open environments, the agents are commonly applied to distributed, large-scale, and dynamic systems. They improve the goal-directed processes of information finding filtering and information interpreting, and decision making [12], [13]. The agent also applies a set of predefined rules that are specified by the user that allow to transform conditions into decisions.

\[
\text{Task} = \text{Agents} + \text{Interactions (Inter-agent and/or intra-agent)} + \text{set of predefined rules}
\]

Each agent has attributes to define agent identity, authority, and an access to the resources that the agent can have. Different software agents may have different internal structure, but they need to communicate with other agents. [14] [15]. The general MASE development phases is shown in Figure 1. The rounded rectangles are used to capture the output of each step, they denote the MASE models. The arrows between them show how the models affect each other. Every object created during the analysis and design phases can be traced forward or backward through different steps to other related objects [16], [17].

In general, the adopted multi-agent software engineering (MASE) has the following phases and processes:

**i. Domain-Specific Analysis Phase:** It consists of three steps:
   a. Capturing Goals, transforming it into a hierarchical structure of sub-goals
   b. Translating goals into roles and tasks, and generating a use case and sequence diagrams
   c. Refining roles, and identifying the concurrent tasks.

**ii. Top-Down Design Phase:** convert roles and tasks into a representation of agents and their interactions that is more suitable for implementation. Design phase consists of four steps:

   a. Creating Agent Classes, and producing agent class diagram..
   b. Constructing Conversations, and producing a conversation diagrams.
   c. Combining Agent Classes, and producing agent architecture diagrams, as it is shown in figure 2.
d. Performing system Design and generating deployment diagrams. JADE (Java Agent DEvelopment Framework) is used for heterogeneous and interacting agents and agent-based systems [18] [19], [20]. JADE supports converting between formats, which is suitable for content exchange and content manipulation. This support is integrated with Protégé as ontology tool to create ontologies graphically and validate the exchanging messages among agents [21]. Agents interact by asynchronous exchanging message. An agent just sends a message to a destination that is identified by destination name under certain conditions [22], [23]. An agent provides a set of services that are requested by another agent. A service may have a set of actions depending on the goals.

iii. Ontology Engineering Using Protégé

Our model is based upon embedding ontology in the multi-agent system to communicate among software agents. Ontology specifies the conceptualization in terms of concepts, properties, relations and constraints [23]. Ontologies are usually organized into a taxonomy tree where each node represents a concept with its attributes, as shown in figure 3. Each concept in taxonomy is associated with a set of instances. They share common understanding of the information structure that can be used to extract information to answer queries.

Fig. 3 An Example of Ontology

OWL Protégé, which is based on the Resource Description Framework (RDF), is used to describe properties, relation between classes, cardinality, characteristics of properties. Agents can then read ontologies and interpret them using interaction with other agents. OWL models are compatible with World Wide Web and add certain capabilities to ontologies to develop Semantic Web application [24] [25], [26]. OWL ontology consists of instances, properties and concept (or classes). An example of component ontology is shown in figure 4. It shows instances of classes or concepts. The properties are relationships between two entities:

- Object property: from concept/instance to concept instance
- Data type property: from concept/instance to RDF

4. The Architecture of Semantic Search For Reusable Software Components

A modular design is used for structuring the architecture of semantic search for reuse software components. If there is a need to extend knowledge base, it will affect only the knowledge level and not the process level. Therefore, it will characterize the system as adaptive, consistent, and maintainable system. The Semantic Search Application Layers for Reuse Software Components, as it is shown pictorially in figure 4, involves the following:

![Fig. 4 Semantic Search Application Layers for Reuse Software Components](image)

4.1 User Interface Agent

The interaction with the user is done through Interface agent. It depends on user model, user ontologies, and natural language processing for the user's query. The user inserts a free form natural language query, without having to know about the vocabulary, semantic data or the
structure of the ontology. The query specifies the required component that is needed to be reused in new software. The query is preprocessed to understand what is the user's intend (to find out the semantic meaning of his query), and to identify what components he is looking for. All uppercase words become lowercase. The query is decomposed into tokens and the meaningless tokens are removed such as: articles, pronouns, prepositions, conjunctions, etc. and identify only the important tokens (terms). Interface agent then sends a group of terms or ontologies to ontology agent. The resultant terms are represented as input to the Term Extracting Agent.

4.2 Textual Search Layer (the Term Extracting Agent)

This process identifies ontology-based concepts for user's query terms. It determines the semantic meaning of the extracted terms, which will support the semantic search engine. The terms in the query are stored in a query array, and is defined as: Q = \{T_1, T_2, T_3, ...T_n\}. For each term T_i in Q, all its concepts and attributes of ontology are determined to replace the user's query terms. There may be more than one concept or attribute for each term. The output concept list, C_n = \{C_1, C_2, ..., C_m\}; will be use as entries to the semantic searching agent. Now, the list of query terms is expanded with words that represent the semantic meaning.

4.3 Formal Query Language Layer (SQWRL)

It transforms the concept list, C_n = \{C_1, C_2, ..., C_m\}; into formal structure of the concepts and the relationships among the concepts of different terms of the query. It reflects the semantic meaning of the user's query, by associating each term with content-based and ontology-based features.

\[
\text{component}(?c) \land \text{used_for_developing}(?pl, ?c) \\
\land \text{sameAs}(?pl, \text{java}) \land \text{provided_by}(?pr, ?c) \\
\land \text{sameAs}(?pr, \text{barcode}) \rightarrow \text{sqwrl:select}(?c)
\]

They are considered as the input to the Ontology-Based Semantic Search Engine to search a specified meta-data of the repositories of reusable software components, to find out the semantic relationships and to retrieve the relevant components from its beneath layer.

4.4 Semantic Data Layer (Ontologies)

The large amount of meta-data is used to describe the reusable software components in the distributed and heterogeneous repositories. The structure of information varies in different repositories, and in order to unify the structure of these repositories, we find that software components have common features and related well-defined ontologies that are understood by people and computers. Knowledge base is constructed for reusable components specification and the Web Ontology Language (OWL) is used to add semantic to data. Therefore, knowledge base is transformed into OWL formatted documents to represent the data representation model. Intelligent agents are enabled to share ontologies that provide the vocabulary to facilitate communications among the agents. Agents also can search the semantic knowledge base using automated rule-based reasoning process. Then, ontological knowledge base; for components specification, with OWL format can be queried and reasoned over. This process extracts information and identifies the classes, properties and instances using a pre-defined template to produce a filled or semi-filled template. All the extracted features compose the basic constructs of classes, properties and instances and predicates of the searched semantic meta-data (semantic data repository). These basic constructs and predicates can be combined via Boolean operators (i.e., AND, OR, NOT) to create complex predicates. It represents the global properties and instances of the software components.

5 Application Case Study

This process developed using multi-agent system environment, composed of multiple interacting intelligent agents.

Step 1: Insert the user's natural language query to the query engine interface. The user's query specifies the required software component; such as: "I want a component that is written in java and provide barcode generation for a given String". The query is preprocessed by decomposing the query into its tokens and removing the words that have no sense, as it is shown in figure 5. The natural language of user's query is transformed into a group of terms in form of terms vector that is extracted from user's query. Therefore the terms vector = \{JAVA, BARCODE, STRING\}.

Step 2: In (SQWRL), semantic matches of more than one keywords are identified and combined together using the OWL-based formal language to reflect the semantic of the user's query, as it is shown in shown in Figure 6.

\[
\text{component}(?c) \land \text{used_for_developing}(?pl, ?c) \\
\land \text{sameAs}(?pl, \text{java}) \land \text{provided_by}(?pr, ?c) \\
\land \text{sameAs}(?pr, \text{barcode}) \rightarrow \text{sqwrl:select}(?c)
\]

The goal of this process is to find out the semantic meaning of each important keyword but there may be more than one semantic matching for one
keyword entry. Therefore, we use semantic entities labels that represent the meaning.

Fig. 5 Query Filtering using Keyword Matching

**Step 3:** The SQWRL query is executed by querying the back-end semantic representation of reuse software repositories. SQWRL uses many Boolean-valued features for software components. 'Information Retrieval' agent also uses the vector model that employs similarity measures to find the relevant reusable component to a query, and in response a list of ranked Web sites is generated and the knowledge about the desired software component(s) is identified.

![Diagram of semantic relationships between programming language, component provide interface, and component required interface.](image)

Fig. 6 Extracting Keywords and Assigning Keyword Semantics

**Step 4:** The search engine tries to understand the concept of the user's query and find semantically the reusable component with the highest rank that is fall into pre-defined, as a measure of importance, and suit the user's query.

\[
\text{Term frequency} = \frac{\text{Freq}_{ij}}{\text{Max}_T \text{Freq}_{ij}}
\]

(1)

where:

- \(\text{Freq}_{ij}\) is the number of occurrences of term \(t_i\) in document \(d_j\)
- \(\text{Max}_T\) is the number of documents in the system

**Step 5:** Retrieving the relevant software components are evaluated by: precision and recall measures. Recall represents the percentage of relevant Software components that are retrieved from the component repositories. Precision measure represents the percentage of relevant software components that are in the retrieved software components. Their equations are:

\[
\text{Precision} = \frac{|\text{Relevant} \cap \text{Retrieved}|}{|\text{Retrieved}|}
\]

(2)

\[
\text{Recall} = \frac{|\text{Relevant} \cap \text{Retrieved}|}{|\text{Relevant}|}
\]

(3)

Where 'Relevant' represents the set of software components in the component repositories that are relevant to a particular query and 'Retrieved' is the set of the retrieved software components for user's query. The maximum values are preferred for both recall and precision measures.

\[
F_\beta = \frac{(\beta^2 + 1) \text{Recall} \times \text{Precision}}{(\beta^2 \times \text{Precision}) + \text{Recall}}
\]

(4)

Where: \(\beta \in [0, 5]\). When \(\beta = 5\), precision and recall are given the same weight in the \(F_\beta\) measure rating Web software components on a scale of 0.0 to 4.0. This numeric scale is then mapped into five categories (Very Good, Good, Appropriate, Inappropriate, and Very Inappropriate) in order to simplify the retrieving components of labeling Web software components.

6. CONCLUSION
In this paper, we proposed a prototype of semantic search of reusable software component, which is employed using multi-agent system. An ontology-based model is embedded in a multi-agent system to semantically search the software component in an opening, distributed and heterogeneous environment. It empowers the semantic search and increases the recall and precision of a query. The technique depends on analyzing the user’s query to find out user’s intent, extracting the meaning of terms from their associated ontologies, comparing and ranking the concepts, and aggregating the information that are provided by the different resources. The components are categorized into various classes, programming language, interfaces, services, etc. The information of reusable components are semantically specified and structured, as a universal content representation, in the repositories. Therefore, the search engines and computers can understand the provided information. The distributed repositories ensures different levels of content to cover the usage and intents of different users. Intelligent agents are enabled to share ontologies to enhance the coordination and communication among agents and to link the data of components from distributed heterogeneous repositories. The prototype has been tested on small-scale databases with promising results.
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